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A large amount of information on the Web, stored behind search interfaces cannot be indexed by general-purpose search engines as it is dynamically generated through querying databases. Such databases called Hidden Web or Deep Web contains high quality information. Deep web contents are generated only when queries are asked via a search interface, rendering interface integration a critical problem in many application domains, such as: semantic web, data warehouses, e-commerce etc. Many different integration solutions have been proposed so far. This paper proposes a technique to detect and construct an integrated query interface that integrates a set of web interfaces over a given domain of interest. It provides users to access information uniformly from multiple sources. The proposed strategy does that by focusing the crawl on a given topic; by judiciously looking at domain ontology which leads to pages that contain domain specific search forms in integrated manner.
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1. INTRODUCTION

Searching on the Internet today can be compared to dragging a net across the surface of the ocean. While a great deal may be caught in the net, there is still a wealth of information that is deep, and therefore, missed. The reason is simple: Most of the Web’s information is buried far down on dynamically generated sites, and standard search engines never find it. Traditional search engines create their indices by crawling surface Web pages. To be discovered, the page must be static and linked to other pages. Traditional search engines can not “see” or retrieve content in the deep Web — those pages do not exist until they are created dynamically as the result of a specific search. Because traditional search engine crawlers can not probe beneath the surface, the deep Web has therefore been hidden. The deep Web is qualitatively different from the surface Web. Deep Web [4] or Hidden Web [5], the set of such pages is estimated to be around 500 times the size of the “surface web”. Besides the larger volume than the surface web, the deep web also has a higher quality and a faster growth rate [4]. Lawrence and Giles [6] estimated that 80% of all the data in the Web could only be accessed via form interfaces. Currently, there exist a number of standard tools, such as search engines and hierarchical indices that can help people in finding information. However, a large number of the web pages returned by filling in search forms are not indexable to most search engines since they are dynamically generated by querying a back-end (relational) database.

Consider, for example, a user who wants to search for some information, such as price of a used car, before he shops on the Web. Since such information only exists in the back-end databases, the user first needs to discover the URLs of the used car sites, go to the homepages, send queries through HTML forms of different sites, extract the relevant information from the result web pages, and finally compare or integrate the results from multiple sources. Therefore, there arises the need for new information services that can help users to fill search form in integrated manner. To minimize user effort in such an information retrieval process, the problem of automatically detecting the search interface of particular domain is explored.

The form-based query interfaces are designed for user interaction, providing a programmatic way to access web databases under query interfaces and integrate search system over Web databases has become an application in high demand. Such an interface would provide uniform access to the data sources of a given domain of interest. Currently, such integrated user interfaces exist, but they are manually constructed or generated using techniques that are not fully automated. Though one might pursue a manual creation of a unified interface for a few query interfaces (four or five), it is hard to do so for a large number of interfaces without errors and in a periodical manner. Aim of this paper is to construct a integrated query interface which contains all distinct fields of all schemas and arrange them in a way that facilitates users to fill in the desired information.

One of the problems faced here is that search interfaces are very sparsely distributed over the Web, even within specific domains. For example, a topic-focused best-first
crawler was able to retrieve only 94 movie search forms while crawling 100,000 pages related to movies. Therefore, it is useful to develop a strategy for visiting such web pages that are more likely than the average page to have a search interface.

The paper has been organized as follows: Section 2 describes a method to detect the search interface by looking at form tags and after a form is detected on a web page, next task is to detect searchable (search interface to web database) and discard or non-searchable (login, registration, subscription, purchasing, polling, posting, etc.). Section 3 describes classification of searchable forms for particular domain. Section 4 construct an unified search interface by accumulating query interfaces to the Base interface. Section 5 draws the conclusion and describes the future research.

2. Proposed Work: Interface Detection & Unification

A search interface allows a user to search some set of items without altering them. The user enters a query, by typing or selecting options, to describe the items of interest. Results might be a page linking to items, a page containing items or a single page. The items found should match the query. The majority of search interfaces on the Web are HTML forms. It is easy to find large numbers of HTML forms, by crawling the Web and scanning crawled pages for form tags. Therefore the problem is: given an HTML form, is it a search interface?

This proposed architecture automatically detects the domain specific search interfaces by looking the domain word in the URLs, then Title and after that attributes of the source code. Feature space model described in paper classifies the web pages into a set of categories using domain ontology. This technique is based on analyzing attributes and the terms they contain by producing a set of rules relating the category of the document, its terms and their frequencies. After training our classifier, this technique is able to automatically produce a list of documents, which are the most distinguishing for each category.

2.1. Interface Detection

1. For all available URLs (URL List)
2. Check for the string login or registration or signup in URL
   If (present) Then “it is a login/registration form”; discard URL and Go to step 1.
   Else Goto step 3.
3. Download the source code and save.
4. check the source code for tag <form> and </form> // Form analyses
   if (present) Goto step 5
   Else “It is a simple web page”. Goto step 1.
5. check URL and source code
   // Search interface analysis
   if (input-type="login" or “registration” or “sign up”) or (having password control )
   then Goto step 1.
   Else Goto step 6.
6. check source code if (input-type="submit" or “search” or “advance search” or “submit query” or “find” or form action="cgi")
   then Goto step 7.
   Else Goto step 1.
7. Display list of URLs i.e. the list of web search interfaces.

3. Domain Classifier

Domain classifier automatically merges the domain wise-search interfaces as described below.

3.1. Attribute Extraction from Search Interface

A standard HTML Web form consists of form tags—a start form tag <form> and an end form tag </form> and these tags contains form fields or attributes. Attributes may include radio buttons, check boxes, selection lists, and text boxes. The <select> tag opens a selection list, and the </select> tag closes it.

```
<select name="makeone" id="makeone">option value="0">Select Make</option>
<select name="modelone" id="modelone" disabled="disabled"> <option value="0">Select Model</option>
```

Attribute a1="Make", Attribute a2="Model" are extracted by looking at the labels of source code of URL "http://www.autonagar.com"

![Fig.1: Architecture for Automatic Detection and Unification of Web Search Query Interfaces](http://www.autonagar.com)
3.2. Domain Ontology

Ontology is a specification of conceptualization that is description of concepts and their relationships. Ontology is composed of concepts, attributes and the relation among concepts. Concept is anything that can be described. It can be a real, fictive, concrete or abstract. Ontology in this research defines the concepts about Web page (document) categories. The main function of ontology is to provide the knowledge base needed for the classification. For defining the features, sample documents are taken and features (attributes) are extracted. Features in domain D defines: word D lies in URL or D lies in <title>…………..</title> tag. Or D has 80% of following attributes a1, a2, a3,……….an.

3.3. Feature Space Model

Feature Space Model is general model for representing text documents. Text documents in VSM are defined as n-dimensional feature vectors. Let T be a text document, then \{(d, w), (a1, w1),(a2,w2) ...... (an,wn)\} is a feature vector of T where d is the domain from available domain list and w is the weight of d. a1,a2,.... are the attributes of search interface of particular domain and w1, w2,..... are respective weight of attributes. This representation requires a method to weight each term and to measure the similarity between two document feature vectors \[14, 17\]. Ontology concepts in VSM are also represented by n-dimensional feature vectors. Every leaf concept has list of term that manually defined by human-expert when defining the ontology or automatically resulted from predefined document collection. Weight of each term is determined by average frequency in documents with the same category.

3.4. Similarity Measure

A document similarity measure assesses the degree to which a document matches a reference feature vector. This metric is usually used to evaluate documents in order to filter those documents that are not relevant to the information need. In the vector space model, the cosine formula is the most widely used similarity measure. This similarity measure calculates the difference in direction between two feature vectors, which is basically the angle between these feature vectors, irrespective of their length. Given a web page Ti and set of concepts descriptions (models of information class) that are leaf nodes in the ontology, the classification of web page Ti according to cosine formula[13] is given by

\[ V= \arg\max \ Sim(T_i, v_j) \]

\[ Vj/\sum V \]

4. Domain-wise Merger

The integration of search interface schemas is typically accomplished by Schema Matching that identifies semantic correspondences among interface attributes and Schema Merging constructs a unified schema given the discovered mappings of the attributes. Such a integrated schema should encompass all unique attributes over the given set of interfaces, and should be structurally and semantically well formed. Given a set of Web interfaces in the same domain, the problem is to construct automatically a unified query interface which contains all (or, alternatively, the most significant) distinct fields of all schemas and arrange them in a way that facilitates users to fill in the desired information.

The process of integrating query interfaces can be carried out in the following steps:

1. Extract query interfaces from web pages [2].
2. Represent the all query interfaces in form of trees such that the attributes and their parent-child relationships are obtained.
3. Compute semantic relationships between the fields in different interfaces in the same domain. In recent years, a considerable effort has been dedicated to finding these semantic mappings [2, 7, 8, 9, 10, 11, 12]. The accuracies of these automatic methods to identify the semantic mappings between fields can be as high as 90%.
4. Integrating the interfaces in the same domain into a unified interface [16].

4.1. Query Interface Representation

A query interface specifies a domain in terms of attributes and the relation between different attributes. It is typically organized in form of a tree where each node presents an attribute and each attribute is a specialization of its parent as shown in fig 3.
4.2. Semantic Matching

Merging of the search interfaces is based upon the semantic mappings stored in Domain-specific Mapping Knowledge base in order to generate the integrated Search Interface (ISI). [1] used three methods for semantic mapping i.e fuzzy matching, domain specific thesauras and data type matching. In fuzzy matching strategy, the matcher compares two strings and returns a similarity value in the range [0, 1]. While using, Domain-specific thesaurus, the matcher returns either 0 or 1 as the similarity value. The matcher returns 0 if there exists no relationship between attributes A1 and A2 of two different interfaces. If any relationship (synonymy, hyponymy or meronymy) exists between two attributes of different interfaces, the matcher returns 1. Similarly, for Data type matching strategy, the matcher also return 1 as similarity value only if data type of two attributes of different interfaces are same else returns 0.

4.3. Schema Merging

In the merging process, two search interfaces in same domain are represented in hierarchical form. They are merged at a time and the first interface will be treated as base interface. The base interface will contain the result of all the matching processes. If each attribute of second query interface is matched with the attributes of base query interface then assign the name of attribute in unified interface as same as in base interface. If the number of attributes in any query interface is more than the number of attributes in base query interface then insert that attribute at that particular level (i) to the base interface. At the end the base query interface S1 will be the resultant integrated query interface.

- Several functions are defined on the elements of tree as well as on the set of merge operations to be applied by the algorithm for the merging of schema. In the proposed algorithm $f$ is the attribute of base interface $S1$ and $e$ is the attribute of new interface($S2$, $S3$, ……). The proposed algorithm algorithm uses the following functions defined on elements of trees:

```
Algorithm merge(S1, S2)
begin
    if S1 and S2 are empty trees then
        return empty tree;
    if S2 is empty tree then
        return S1;
    level = depth(S1);
    for i = 0 to level, do
        for j = 0 to level, do
            if relation(e, f) = 1 then
                insert(P, e);
            end
        end
    end
end
```

```
Algorithm mergeS(S1, S2, S3, …
begin
    for each node e at level i in S1
    begin
        for each node f at level i in S1
        begin
            if relation(i, S) = 1 then
                insert(P, e);
            end
        end
    end
end
```

Fig 4: Algorithm for Interface Integration

- relation(e, f): For attributes $e$ and $f$, this function returns 1 or 0, if there exists semantic relationship between $e$ and $f$, the function returns 1, otherwise 0.
- insert(P, e): It inserts new attribute to parent at that level in the base interface $S1$.

ISI(Car)

```
Make model city budget year of manufacture
```

Fig. 5: Hierarchical Representation of Integrated Search Interface of Car Domain

This algorithm performs relation and insert operation to merge the interfaces and result into integrated search interface as shown in fig 5.

5. Conclusion and Future Research

This paper automatically detects the domain specific search interfaces by looking the domain word in the URLs, then Title and after that attributes of the source code. Feature space model described in paper classifies the web pages into a set of categories using domain ontology is presented. The problem of integrating large-scale collections of query interfaces of the same domain has been designed and developed by transforming a set of interfaces in the same domain of interest into a global interface such that all constraints are satisfied as much as possible. This interface
will permit users to access information uniformly from multiple sources of a given domain.

Though there are many recent research efforts on web query forms but there is still some important problems to be resolved: One such problem is how to achieve an important measure of crawling effectiveness which is the submission efficiency, i.e. automatic filling of unified search interface should take the frequent user pattern and query pruning techniques into consideration. Second is how to efficiently extract structured information from hidden web databases using these integrated search interfaces.
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