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The presence of design defects in object oriented software can have a severe impact on the quality of software. The detection and correction of design defects is important for cost effective maintenance. In this work we propose an automatic detection technique which uses the design patterns as reference to detect the design defects in existing software design. We also propose a correction technique which can refactor the code to meet the design specifications using the concept of class slicing. We can use this technique for any code in which classes are excessively coupled together, thereby not meeting with the good design specifications, for an object oriented software.

1. INTRODUCTION

Software systems have become an indispensable part of business and commerce in modern world. Therefore the software quality has become vital both to ensure the proper functioning of the systems and to reduce development and maintenance cost. The quality of software is assured during the whole life cycle of software development, which aims to detect errors earlier during development. The errors caused during software design are called design defects [1]. If these errors and defects are detected earlier in design phase they can not move to the next stage of development or maintenance or in worst case to the deployment phase.

Software is said to be evolved. For example, in software maintenance when the software is enhanced, modified or changed for a new requirement, the software code becomes more complex and the software design changes from the original design. One important step towards maintaining object oriented software is to detect its design defects for ease of future maintenance. According to Fowler [2] a “design defect” is “bad smell of design” mainly due to violation of one or more design principles. These design principles are called as heuristics [3] and these rules should be thought of as a series of warning bells that will ring when violated.

According to Moha [4] the “design defects are bad solution” to recurring design problems in object oriented systems. Design defects are problems resulting from bad design ranging from high level design problems such as antipatterns (anti-pattern is defined as a design pattern that may be commonly used but is ineffective and/or counterproductive in practice [10]) to low level or local problems such as code smells. Since the design defects are because of bad solutions to recurring problems design, whose origins are from poor design practices [5] and also different defects which are “deviations from specifications or requirements”. These may result in failures in the operations [6][7]. They include problems at different levels of granularity: Architectural problems such as anti-patterns [8] and problems such as low bad smells [2] which are usually signs of anti-patterns.

The defects have a negative impact on the quality of object-oriented systems and make it difficult to address debugging and development. Therefore, their detection and correction early in the development process can significantly reduce development costs and maintenance [12]. But their detection requires significant resources in time and personnel and is subject to many errors because the defects usually involve several classes and methods. During maintenance of the software, one needs to analyze the code to understand its structure and behavior. After that the identification of correct location is needed so that new requirements could be added or existing defects could be removed. Also, another challenge is to see that the modifications should not break the functionality of rest of the software. Around 75% of software life cycle efforts and around 80% of development time is devoted to the maintenance of the software [9]. The correction of extension of software can be done by experts who are capable with both the forward and reverse engineering skills. After identification of defects, developers can use refactoring techniques to eliminate defects. Design defects can be classified in three categories namely: Intraclass, Interclass and behavioral design defects [13]. To address intraclass design defect class slicing [14] can be used as a refactoring technique to redesign the classes and maintain their relationship and behavior.

2. BACKGROUND STUDY

Several approaches have been proposed for detection and correction of software design defects. According to Moha
3. Defect Detection Approach

We provide an approach to get a systematic method to detect design defects precisely and correct them through a refactoring technique. The basic concept for design defect detection and correction technique is shown in Figure 1.
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Fig. 1: Design Defect Detection and Correction Process

The detection process is explained below:

3.1. Specify the Quality Goals: For any particular system the quality goals which have more priority than other quality goals must be chosen. The impact of the specific quality factor in relation with that quality goal and the decision of detection of any particular design defect can be determined.

3.2. The Static Program Analysis: It follows the program analysis techniques like control and data flow analysis techniques so that it gives a program dependency graph. This program dependency graph works as an abstract model for the program and can be used effectively by the metric computation block to compute the object oriented metrics for the given program.

3.3. Metric Computation: According to specific quality goals the corresponding quality metrics may be targeted such as computed object oriented metrics like size, complexity, coupling and cohesion metrics. This type of model provides a strategy for detecting design defects using metrics. Metric values are divided into five different levels: “very low”, “low”, “medium”, “high” and “very high”. Classes which have metrics values belonging to a specified level are kept as candidate.

3.4. Object Oriented Design Knowledge Base: An object oriented design knowledge base consists of four parts which are called as design principles, design defects, design metric suites and features. The design features relate the primary classifier to this level. A design pattern can be a reference for a good design. The solution given by a design pattern is based on the design concepts of experienced software engineers [21]. The design knowledge base consists of a meta model to represent the design patterns. There exists various meta-models to represent the design patterns but
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they are not specifically designed towards detection and code transformation. We can use a meta model given in [13].

The design principles consist of rules for good design as described by the meta model for design patterns. These design rules are based on the design principles and their goal is to improve quality factors of the system and to avoid occurrence of design defect.

3.5. Detection Process: The detection process is a two level process. The first level is a primary classifier which aims at indicating a preliminary indication of design defect. Detection of potential defects is done by some primitive rules defined in the object oriented knowledge base. For describing the categories at this level the fuzzy terms are most suitable because they can be configured later for purpose of flexibility and it also reflects the uncertainty of the precise value in detection of design defects.

At the second level of detection, the aim is to detect the design defects accurately. At this level the secondary classifier measures more details about the defects detected by primary classifier. To improve the accuracy of level two measurements we measure each design feature by using more than one metrics.

3.6. Design Defect Identification: Identifying all the possible design defects doesn’t make sense because when it is performed automatically it may lead to a large number of probable design defects present in the system. These automatically generated defects must be inspected manually and the user must decide which are relevant according to earlier defined quality goals. It identifies the design defects in terms of design patterns.

3.7. Suggest Changes: In this step the process suggests the necessary changes to be done in the design to achieve the quality goals. These changes are actually UML specifications obtained from design patterns. These change suggestions can be used to do the correction in the defective design.

4. DEFECT CORRECTION APPROACH

The correction approach, on receiving the suggested changes, generates the required changes in the code. The technique considers the description of solution and its variation to some given defect. The technique is explained through an example in figure 2.

The technique, based on class slicing [22], targets correction which includes the specific behavior preserving code transformation technique including a redesign proposal. It may contain code refactoring technique, behavior altering transformation, conditional or iterative behavior altering transformations. The code refactoring technique which includes refactoring plan can either be executed automatically or in a semi automatic manner. The overall behavior of the code should not change i.e. the preconditions and post conditions of the method remains the same. In this way the behavior of class object would be same as a whole.

The following are the steps through which the technique will work.

4.1. Trimming the Classes: This step takes Program Dependency Graph (PDG) as input and forward trim starts with all nodes with no ancestors and removes them and all their edges. After removal the nodes with no ancestors may appear so this trimming will continue until no more nodes can be removed [22]. Similarly the backward trim performs the same operation but starts with classes with no descendants and uses topological sorting to find test orders. The purpose of trimming is to separate classes which have no concerning cycles and to pre-order these classes.

4.2. Refactoring Formalization: The refactoring of the target software architecture must be done step-wise via a number of well-defined, small increments. Each increment might include a top-down refinement activity to detail and complete the software architecture. We can also use bottom-up refactoring activities to refine and clean-up inconsistent or insufficient design decisions. The decision is influenced by the fact that behavior preserving conditions must be checked. Class slicing applies Object Oriented program slicing on PDG to extract class. The strategy to refactoring a class involves various steps. In first step we break Strongly Coupled Classes (SCC).

In Figure 2 for any given two nodes X and Y (represents two classes X and Y) in PDG, C_{XY} denotes the measure of Coupling Between Objects (CBO) between classes X and Y [23]. CBO is measured by counting the number of distinct non-inheritance related class hierarchies on which a class depends. Excessive coupling prevents reuse of classes by other user classes [11]. The higher the coupling the more...
sensitive the system is to changes in other parts of the design, and therefore maintenance is more difficult.

4.3. Slicing Classes: This step searches for a class which can be isolated at first. The main purpose of this step is to search a class that can be isolated. We separate this class to break cycles from the SCC. First of all, we must select one cycle to be considered at a time. But the first priority type is the smallest cycle of all SCCs from cycle detection. If desired class is found, we will use class slicing to separate and order them. After that the adjacency cycle is connected and class slicing is repeated until no cycle remains. We use the class slicing technique discussed by Jaroenpiboonkit and Suwannasart [22] with modification that we have considered CBO between two classes. The value of CBO should be below a threshold value defined by the designer of the classes. If it is not then the corresponding class must be sliced. For example in Figure 2 C_{CD} is above threshold and therefore class C must be sliced. The class C itself is also coupled with classes A and B in such a way that these classes have methods which use the methods of class C. The class C is analyzed to find which of its methods are called by classes A and B. We make two groups of methods in class C which are called by classes A and B respectively. These are designated as mC_1 and mC_2 respectively. The class C now can be sliced into C_1 and C_2 having methods mC_1 and mC_2 respectively. These sliced classes may also have coupling with other classes. If the CBO of sliced classes is also greater than threshold then slicing again to be applied for target class.

4.4. Software Redesign: Software redesign is concerned with identification, application and refinement of new ways to improve and transform software processes. Based on the suggestions to change the design this step modifies the earlier design in defect.

4.5. Result Refinement: The detected design defects must be checked again to remove the false positives. The source code is again analyzed for the detected/undetected design defects. The design defects which look to affect severely must be figured out first.

5. CONCLUSION AND FUTURE WORK

Detection of design defects is important for improving the quality of object oriented software systems. By automated correction of these defects at appropriate time, total cost of software development is reduced because the manual detection of defective design is tedious and time consuming. In this work we presented a systematic technique that covers the process of design defects detection using object oriented patterns as knowledge base, and also proposed a correction technique which uses class slicing to refactor the classes to improve the design. This method may facilitate the development of concrete tools for the detection and correction of design defects. The tool developed will be helpful for validating the concepts by applying to various case studies. The limitation of this approach is that it may take more effort in refactoring if most of the classes are highly coupled with other classes.
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