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Abstract
Projects that are over-budget, delivered late, and fall short of user’s expectations have been a common problem area for software development efforts for years. Agile methods, which represent an emerging set of software development methodologies based on the concepts of adaptability and flexibility, are currently touted as a way to alleviate these reoccurring problems and pave the way for the future of development. The estimation in Agile Software Development methods depends on an expert opinion and historical data of project for estimation of cost, size, effort and duration. In absence of the historical data and experts the previous method like analogy and planning poker are not useful. This paper focuses on the research work in Agile Software development and estimation in Agile. It also focuses the problems in current Agile practices.
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1. Introduction
The formation of the Agile Alliance in 2001 and the publication of the Agile Manifesto formally introduced agility to the field of software development. The Agile Manifesto presented an industry-led vision for a profound shift in software development, through 12 principles [1]. According to the Agile Manifesto, Agile methods stress values such as individuals and interactions over processes and tools; working software over comprehensive documentation; customer collaboration over contract negotiation; and responding to change over following a plan. The main methods that fall under the Agile umbrella include XP, Scrum, Crystal, DSDM, FDD and ASD.

2. Causes of Inaccurate Estimates in Agile Software Development
An estimate is a prediction of how long a project will take or how much it will cost. Estimation and planning are related topics, but estimation is not planning, and planning is not estimation. Estimation should be treated as an unbiased, analytical process and planning should be treated as a biased, goal-seeking process. An effective software estimate provides the information needed to design a workable software development plan. A software estimation process that is integrated with the software development process can help projects establish realistic and credible plans to implement the project requirements and satisfy commitments. It also can support other management activities by providing accurate and timely planning information. Perhaps the most important element in the success or failure of a project are estimates of its scope, in terms of both the time and cost that will be required and the plans based on those estimates. There is a natural erroneous tendency associated with any form of estimation primarily because “an estimate is a probabilistic assessment of a future condition” and accuracy can therefore rarely be expected in the estimation process. Various causes of inaccurate estimates in Agile software development are discussed below.

Methodology refers to the estimation process adopted and includes the steps undertaken to produce the estimate and also the means of examining and reviewing the estimates relating to past projects. Estimation inaccuracy can be caused from a lack of procedures and policies on how to deal with failures and avoid repeating mistakes by learning from past experiences.

Political forces at work within a project or company can often drive estimation inaccuracy. This is usually in the form of managerial pressure to stay within or meet the estimate[2]. The estimation process can be impacted negatively by these pressures resulting in time or cost constraints. When estimates are produced simply in order to satisfy managers or customers it will inevitably lead to inaccuracy.

User Communication refers to the factors relating to the customers and their changing requirements throughout a system’s life-cycle. This is usually the most prominent factor in causing project estimates to be inaccurate [3, 4]. Incomplete or unclear requirements specification at the beginning of an IS development project is typically due to the fact that customers have to determine what their requirements are and they are usually unaware what the current state of the art is, or what the competition is doing. This leads to difficulty in producing a complete set of requirements and thus estimation inaccuracy is inevitable.
Management Control: Problems caused by Management control include management reviews, and comparison between estimates and actual. When management fails to participate in the preparation of the estimate, and does not monitor the accuracy of the estimate, this is believed to contribute to the estimate being inaccurate. Inaccuracy also occurs when management does not refer to the estimate when conducting performance reviews of estimators and other project personnel [3, 4].

Uncertainty: It refers to the changing requirements of the customers, if customer change his perspective about project then it leads to inaccuracy. Moving back toward the beginning of the project where most estimation exercises occur one simple truth becomes apparent, knowledge dispels uncertainty. So there is need to gather better knowledge whether by leveraging history, mathematical algorithms and/or project specific information to make better estimates. Integrating agile techniques for knowledge capture in projects are tools for reducing uncertainty.

Self Knowledge: Two psychologists, Joseph Luft and Harry Ingham developed a construct to understand personal awareness. The tool named Johari’s Window divides personal awareness into four different categories, as represented by its four quadrants: open, hidden, blind and unknown. The lines dividing the four panes are like window shades, which can move as an interaction progresses. The concept is adaptable to teams. Team level blind spots complicate estimation, planning and ultimately performance. Techniques to improve a team’s self knowledge include forming stable teams, fostering intimate communications and ensuring retrospectives actually happen often. These tools minimize what isn’t known by the team and surface misunderstandings quickly.

4. Agile Approaches to Estimation

Agile estimation is categorized in expert opinion, analogy, disaggregation and planning poker. Agile methods adopt the practice of accepting last minute changes in the software through gathering the requirements in iterative and incremental manner. Some approaches of estimation in Agile are as below.

Velocity Measurement: The requirements normally exist in the form of user-stories [Beck, 2006]. A user story describes some feature or other piece of work. Story point assigns a relative size to each story and is used to estimate the velocity of project also. Velocity is the number of developed story points per iteration. The approach described here starts with time boxed scheduling – since the iteration are fixed. The ideal day is the time that is fully devoted to the task without any interruption. This approach has the statistical problems. Agile estimation methods are completely human intuition based methods and hence may lead to create biased situation.

Expert Opinion: In an expert opinion- based approach, an expert comment on the size and time after investigating the stories. The expert relies on the intuition and provides estimate for agile project. Planning poker is most popular estimating technique in which the participants are developers, designers and testers. It requires the opinion of multiple experts.

Estimation by Analogy: An educated guess based on past experience of the Project Manager, and, hopefully, also based on the collective experience and knowledge of several Project Managers drawn from the results of many specific projects. Estimation by analogy starts will the selection of a similar project which acts as a central metaphor for the new project. The estimator will then decide how closely the two projects resemble each other and whether there are any mitigating circumstances that will affect the effort required to finish the project, how much the project might cost and how long it will take. Based on these differences the estimator will apply a correct factor and an estimate is created.

Structured knowledgebase of past experience: This uses the concept of estimation by analogy but builds a structured knowledgebase that is used to accumulate experience from many projects and Project Managers. The key to its success is an intelligent way of classifying and quantifying the many variables that affect the time and effort.

Parkinson: Using Parkinson's principle “work expands to fill the available volume”, the cost is determined (not estimated) by the available resources rather than based on an objective assessment. If the software has to be delivered in 12 months and 5 people are available, the effort is estimated to be 60 person-months. Although it sometimes gives good estimation, this method is not recommended as it may provide very unrealistic estimates. Also, this method does not promote good software engineering practice.

Price-to-win: The software cost is estimated to be the best price to win the project. The estimation is based on the customer's budget instead of the software functionality. For example, if a reasonable estimation for a project costs 100 person-months but the customer can only afford 60 person-months, it is common that the estimator is asked to modify the estimation to fit 60 person months’ effort in order to win the project. This is again not a good practice since it is very likely to cause a bad delay of delivery or force the development team to work overtime.
Bottom-up: In this approach, each component of the software system is separately estimated and the results aggregated to produce an estimate for the overall system. The requirement for this approach is that an initial design must be in place that indicates how the system is decomposed into different components.

Top-down: This approach is the opposite of the bottom-up method. An overall cost estimate for the system is derived from global properties, using either algorithmic or non-algorithmic methods. The total cost can then be split up among the various components. This approach is more suitable for cost estimation at the early stage.

5. Summary of Previous Reviews:
Research work in Agile Estimation was done by Abrahamsson et al. [6], Cohen et al. [7], and Erickson et al. [8]. These three reports describe the state of the art and state of the practice in terms of characteristics of the various agile methods and lessons learned from applying such methods in industry.

Abrahamsson et al. [6] demonstrated how to collect metrics to measure productivity, quality and schedule estimation, cost and effort estimation for an Agile Software Development project using XP. Abrahamsson et al discussed the concept of agile development, presents processes, roles, practices, and experience with 10 agile development methods, and compares the methods with respect to the phases that they support and the level of competence that they require. Abrahamsson et al. provide evidence that agile methods are “effective and suitable for many situations and environments”.

Williams et al. [7] investigated the usage of a subset of XP [5] practices at a group in IBM. The product developed at IBM using XP was found to have significantly better pre-release and post-release quality compared to an older release. The teams using XP reported an improvement in productivity, schedule, cost and effort estimation. In addition, customers were more satisfied with the product developed using XP because the teams delivered more than what the customers had originally asked for.

Maurer et al. [8] studied the development of a web based system by nine full time employees in a small company that used XP and observed substantial productivity gains compared to their pre-XP timeframe.

Heemstra surveyed 364 organizations and found that only 51 used models to estimate effort and that the model users made no better estimate than the non-model users [10]. Also, use of estimation models was no better than expert judgment.

Finnie and Wittig applied artificial neural networks (ANN) and case-based reasoning (CBR) to estimation of effort [12]. Using a data set from the Australian Software Metrics Association, ANN was able to estimate development effort within 25% of the actual effort in more than 75% of the projects.

A survey of software development within JPL found that only 7% of estimators use algorithmic models as a primary approach of estimation [12].

6. Problems with Agile Estimation methods

Today, almost no method can estimate software with a high degree of accuracy. This state of the practice is created because
(1) There are a large number of interrelated factors that influence the software development process of a given development team and a large number of project attributes,
(2) The development environment is evolving continuously.
(3) The lack of measurement that truly reflects the complexity of the software system.

There are several problems in existing estimation and tracking methods for agile software developments. First, it cannot be easily related to the time duration because story points represent the amount of work and the velocity differs from team to team. McDaid et al. [13] proposed a statistical methodology to predict the actual time needed to develop a selected functionality. As a result, they presented the probability of release completion by iteration. However, the result was highly empirical; hence, it is not sufficient for us to connect a story point to the time duration. Thus, a cost metric that is related to the time duration is needed.
Second, because a story point is a relative value, the total story point value can fluctuate with a slight variation in the baseline story point. To set the base use story, the agile team finds the simplest user story and determines story
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points of other user stories based on the baseline. If the baseline story point changes, other story points also have to be changed. Thus, an absolute cost metric rather than a relative metric is necessary.

Third, after the story points and velocity are used to estimate the initial size of the project, a schedule is derived using a simple linear extrapolation. In addition, the velocity is measured at the end of iteration; it is less dynamic. In this case, it is difficult to reflect several cost factors, such as requirement changes or fluctuations in the velocity, all of which affect the software cost.

Thus, dynamic tracking for agile project is required.

In Agile environment, at the initial stage of a project, there is high uncertainty about various project attributes. The estimates produced at early stages are inaccurate, as the accuracy depends highly on the amount of reliable information available to the estimator. Agile Estimation methods may lead to the errors in case of inexperienced Agile team. Therefore, there is strong need of analyzing the factors that affect the estimation of the Agile project.

7. Conclusion and Future Work:

Research on estimation has been conducted for decades with immense quantities of models and tools produced. The Agile estimation methods are not suitable for organizations because these provide little details for justifying estimates and the estimates cannot be produced early in the life-cycle. These methods also have problems like Subjective inputs; Calibrated to past projects and may not reflect the current environment. So there is a need of some Algorithmic methods of estimation that is company specific and be suitable for Agile software development in general.
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